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Abstract: Model-driven engineering (MDE) uses models during the application development process. Thus, the MDE is particularly based on model-driven architecture (MDA), which is one of the important variants of the Object Management Group (OMG). MDA aims to generate source code from abstract models through several model transformations between, and inside the different MDA levels: computation independent model (CIM), platform independent model (PIM), and platform specific model (PSM) before code. In this context, several methods and tools were proposed in the literature and in the industry that aim to automatically generate the source code from the MDA levels. However, researchers still meet many constraints—model specifications, transformation automation, and level traceability. In this paper, we present a tool support, the model-driven architecture for web application (MoDAr-WA), that implements our proposed approach, aiming to automate transformations from the highest MDA level (CIM) to the lowest one (code) to ensure traceability. This paper is a continuity of our previous works, where we automate transformation from the CIM level to the PIM level. For this aim, we present a set of meta-models, QVT and Acceleo transformations, as well as the tools used to develop our Eclipse plug-in, MoDAr-WA. In particular, we used QVT rules for transformations between models and Acceleo for generating code from models. Finally, we use MoDAr-WA to apply the proposed approach to the MusicStore system case study and compare the generated code from CIM to the original application code.
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1. Introduction

The continuous advance on software engineering technologies contributed to the improvement of model-driven software engineering (MDSE) approaches to enhance the software engineering lifecycle [1]. Indeed, the emergence of the model-driven architecture (MDA) standard, defined in 2001 by the Object Management Group (OMG), has contributed to this improvement.

Three levels of abstraction are defined in MDA that describe the steps of software development in the context of model-driven engineering (MDE). System features are defined in the computation independent model (CIM) level and described using an appropriate DSL (Domain Specific Language), for example UML (Unified Modeling Language), BPMN (Business Process Models and Notations), or even natural language or a structural one like the semantic business vocabulary and business rules (SBVR) standard. The CIM level is then transformed into the platform independent model (PIM) level, which is in its turn transformed into the platform specific model (PSM) level by means of successive transformations to finally generate the source code according to different implementation
platforms (e.g., Java, .NET, etc.). CIMs, PIMs, and PSMs are defined using modeling languages that are described using a corresponding meta-model and transformations are (can be) described using transformation meta-model.

A software model is of a higher abstraction level than code, thus, it constitutes a bridge among project stakeholders to reason and communicate about the software system. However, in the major cases, coding and testing are the main activities in software engineering, indeed, models are typically discarded after finishing their role of reasoning and communicating the requirements.

The increasing demand for rigorous development practices in many domains, including web applications, requires an evolution of software system principles, including model-driven engineering ones [2]. Despite the number of model-driven approaches for web applications development that have been developed over the last decade (e.g., UWE [3], WebML [4], AndroMDA [5], just to mention a few), the traceability and automation of these approaches are still an issue. Besides, none of them consider the entire MDA process from CIM to code.

The objective of this paper is to propose an approach and present a tool, the support model-driven architecture for web application (MoDAr-WA) to automate the generation of MVC web application code from the CIM model description. In particular, our proposed approach in this work aims to address the following research questions:

- What aspects of each MDA level should the system designer cover while modeling the software system?
- Which models should be chosen to model the system well at each MDA level?
- How can we generate the code architecture from the CIM level using successive transformations between the different MDA levels with respect to traceability?

In this paper, we propose an approach to automate transformations between PIM and PSM, and then the code generation in the context of MDA. This approach is a continuity of our previous works where we automate transformations from the CIM to the PIM level [6]. In this approach, we define, according to OMG, how each level should be modeled, and present transformation rules that were implemented as an Eclipse plug-in, (MoDAr-WA) to ensure the transition between MDA levels and the code generation.

To achieve this operation of code generation, we used QVT language to transform models from CIM to PIM then to PSM and Acceleo to generate the code application that respect the MVC architecture from PSM models.

This paper is organized as follows: Section 2 presents our proposed approach as one of the solutions to deal with the described problems, and its implementation is detailed in Section 3. The illustration of our approach on a case study of an E-commerce application is given in Section 4. Then, in Section 5, we discuss and compare existing approaches that were conducted in the [6] same context as our proposed approach, and finally, we conclude in the last section with a presentation of our future works.

2. Proposed Approach

In this section, we present our approach to transforming PIM models to PSM ones that respect MVC architecture, then the transformations that generate the application source code. This approach is a continuity of our previous works [6,7] that were dedicated to automating transformations between CIM and PIM levels of MDA. This approach consists of:

- Describing system requirements using business vocabulary and business rules of SBVR in CIM level [7].
- Generating automatically the use case diagram from SBVR in the same level [7] using the MoDAr-WA plug-in.
Generating the PIM level automatically, which is represented by the business class diagram and system sequence diagram from the CIM level using the QVT transformation rules implemented in the plug-in [6].

Automatically generating the PSM level of the MVC web application modeled by detailed class diagram and detailed sequence diagram using the MoDaR-WA plug-in (presented in this paper).

Automatically generating the application code through the Acceleo transformation rules implemented in the plug-in (presented in this paper).

The Figure 1 below describes an overview of our approach.

![Figure 1. Overview of our model-driven architecture (MDA) transformational approach.](image)

As mentioned before, this paper is a continuity of papers [6,7] that provide transformations between CIM and PIM levels.

The following section focuses on the main elements (meta-models and transformations) of generating the MVC application code from the IM level going through the PSM level.

2.1. PIM Level in Our Approach

The platform independent model, also called the analysis and design model, describes the “What” of the system independently of any technical information about the execution platform. It defines the business logic of the system regardless of their technical details. The main aspects that must be covered to model the PIM level well are the structural and behavioral aspects.

- The structural aspect describes the link between elements representing the system. This aspect is covered by the business class diagram in our approach. Figure 2 represents the main fragments of the business class diagram.
- The behavioral aspect describes the flow of actions between system elements. In our approach, this aspect is covered by the system sequence diagram which is a type of sequence diagram where the system is targeted as a black-box in order to respect the platform independence criteria of the PIM level. Figure 3 represents the main fragments of system sequence diagram.
2.2. PSM in Our Approach

The Platform specific model, also called the code model, is the level of concrete design and the last level in MDA before code. PSM is the result the combination of both the PIM and technical details that will be transformed into code. The defining code model is considered the most delicate step in MDA, as it requires the consideration of different aspects to generate code for a specific platform. According to OMG specifications, four aspects can be defined for the PSM level:

- **Static Aspect**: Describes static elements of the PSM level. In our approach this aspect is represented by the model classes in the detailed class diagram.
- **Structural Aspect**: Describes associations between class diagram elements. In our approach, this aspect is covered by associations in the detailed class diagram.
- **Dynamic Aspect**: Describes the communication between different elements of the system. Controller classes cover this aspect in our approach.
- **Behavioral Aspect**: Describes the flow of actions in the system. In our approach, this aspect is represented by the detailed sequence diagram, which is a detailed version of the system sequence diagram, where the system is replaced by all internal system objects and messages inside the system. In our PSM level, we model each layer of MVC architecture as lifeline elements in DSD. Figure 4 describes the main fragments of the detailed sequence diagram.

Figure 5 describes the main fragments of detailed class diagram (DCD) which is used in our approach to cover the different MVC layers that are represented as a “Role” of the class element.

2.3. Transformations Rules

In this section, we will define the different transformation rules that allow the automatic transformation from the CIM level to code. The proposed transformation process takes, as input, the source models, applies the transformation rules and then generates target models. This process is conformed to the model object facility (MOF), which is an OMG standard that allows the describing...
of meta-models and their manipulation. This section is organized into two parts, PIM to PSM transformation rules and PSM to source code transformation rules.

2.3.1. PIM to PSM Transformation Rules

To automatically generate the PSM level from the PIM level, we apply two types of model-to-model transformations:

- **BCD&SSD2MVC_DCD**: The business class diagram and system sequence diagram to MVC class diagram is a set of transformation rules that generate the detailed class diagram of the PSM level from BCD (Business Class Diagram) and SSD (System Sequence Diagram) of the PIM level. This set of rules contains sixteen rules that are described in Table 1.

1. **Class2Model**: Each class in BCD in the PIM level (generated from Actor and DataObject of the CIM) is turned into a model class in MVC detailed class diagram in the PSM level.
2. **Class.name2Model.name**: The name of the model is the same name as the class from which the model was generated, preceded by the stereotype «Model».
3. **Class.Attribute2Model.Attribute**: Attribute elements of the model are the same as the attributes of the class in the PIM level with same names and types (these attributes were generated from “Is_property_of” fact type in the CIM level).
4. **Class.Method2Model.Method**: The class’ methods are transformed into the methods of the model. At this level, the model class contains only the methods’ signatures that call the methods described in the controller class.
5. **Association2Controller**: The association between two classes in the PIM level will be transformed into a controller class in the PSM level (the associations in the PIM level were generated from the “Associative” fact type in the CIM level).
6. **Association.verb2Controller.name**: The name of the controller class is generated from the verb of the association preceded by <Controller> stereotype.
7. Association.AssociationEnd.name2Controller.Attribute.name: The name of attribute in the «Controller» class is generated from the name of the association end to which is related.
8. Association.AssociationEnd.Class.name2Controller.Attribute.type: The type of the attribute is generated from the name of the class at the association end.
9. Association.AssociationEnd.Class.Method2Controller.Method: The methods of the controller class are generated from the methods of the two classes of the association, provided that these methods relate to the two classes connected by the association that generates the controller.
10. SSD2View: Each system sequence diagram (Generated for each use case element based on SBVR in the CIM level) is transformed into a view class in the PSM level.
11. SSD.name2View.name: The name of the view class is the name of the SSD preceded by the «View» stereotype.
12. AssociationEnd2Controller-ModelAssociation: The association between the controller and the model is generated from the association end between the class transformed into a model and an association transformed into a controller.
13. SSD.lifeline2Model-ViewAssociation: The association between the model and the view is generated from the membership between the SSD and the lifeline.
14. Class.Method.name2Association.verb: The common method name between the model and the controller to which it is linked, is transformed to a verb of the association.
15. Class(Model | Controller | View).name2AssociationEnd.name: The name of the association end is the name of the class (Model | Controller | View) at the end.
16. AssociationEnd.upper2AssociationEnd.upper/AssociationEnd.lower2AssociationEnd.lower: The upper and the lower cardinality is the same in the corresponding side of the association.

- **BCD&SSD2MVC_DSD**: The business class diagram and system sequence diagram to detailed sequence diagram is a set of transformation rules that allow the ability to automatically generate the detailed sequence diagram of the PSM level from the BCD and SSD of the PIM level. The following rules are applied to each system sequence diagram and for its corresponding classes from the class diagram in the PIM level (Table 2).

1. ActorLifeLine2ActorLifeLine: The Actor in the DSD in the PSM level is generated from the Actor in the SSD of the PIM level.
2. SequenceDiagramSystem2ViewLifeLine: The sequence diagram system is turned into a life line view in the PSM level.
3. Class2ModelLifeLine: Each class that was generated from a DataObject element is turned into a life line model in the DSD of PSM level.
4. Opt2Opt: The option fragment is the same option fragment in the corresponding sequence diagram.
5. Ref2Ref: Reference fragment is generated from the reference fragment in SSD.
6. Alt2Alt: Alt fragment is generated from the alt fragment in SSD.
7. Message2Message:
   (a) Messages between the ActorLifeLine and the ViewLifeLine in SSD are generated from messages exchanged between the Actor and the system in SSD.
   (b) Messages between the ViewLifeLine and ControllerLifeLine are the forward of messages between Actor and ViewLifeLine.
   (c) Messages between ControllerLifeLine and ModelLifeLine are the forward of messages between ViewLifeLine and ControllerLifeLine.
8. Operation2ControllerLifeLine: ControllerLifeLine is generated from a class operation.
Table 1. Transformation rules to generate the detailed class diagram (DCD) from the platform independent model (PIM) level.

<table>
<thead>
<tr>
<th>N</th>
<th>Source</th>
<th>Target</th>
<th>Rule</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Class</td>
<td>Model</td>
<td>Class2Model</td>
</tr>
<tr>
<td>2</td>
<td>Class.name</td>
<td>Model.name</td>
<td>Class.name2Model.name</td>
</tr>
<tr>
<td>3</td>
<td>Class.Attribute</td>
<td>Model.Attribute</td>
<td>Class.Attribute2Model.Attribute</td>
</tr>
<tr>
<td>4</td>
<td>Class.Method</td>
<td>Model.Method</td>
<td>Class.Method2Model.Method</td>
</tr>
<tr>
<td>5</td>
<td>Association</td>
<td>Controller</td>
<td>Association2Controller</td>
</tr>
<tr>
<td>6</td>
<td>Association.verb</td>
<td>Controller.name</td>
<td>Association.verb2Controller.name</td>
</tr>
<tr>
<td>10</td>
<td>SSD</td>
<td>View</td>
<td>SSD2View</td>
</tr>
<tr>
<td>11</td>
<td>SSD.name</td>
<td>View.name</td>
<td>SSD.name2View.name</td>
</tr>
<tr>
<td>12</td>
<td>AssociationEnd</td>
<td>Controller-ModelAssociation</td>
<td>AssociationEnd2Controller-ModelAssociation</td>
</tr>
<tr>
<td>13</td>
<td>SSD.lifeline</td>
<td>Model-ViewAssociation</td>
<td>SSD.lifeline2Model-ViewAssociation</td>
</tr>
<tr>
<td>14</td>
<td>Class.Method.name</td>
<td>Association.verb</td>
<td>Class.Method.name2Association.verb</td>
</tr>
<tr>
<td>15</td>
<td>Class(Model</td>
<td>Controller</td>
<td>View).name</td>
</tr>
<tr>
<td>16</td>
<td>AssociationEnd.upper/</td>
<td>AssociationEnd.upper/</td>
<td>AssociationEnd.upper2AssociationEnd.upper/</td>
</tr>
<tr>
<td></td>
<td>AssociationEnd.lower</td>
<td>AssociationEnd.lower</td>
<td>AssociationEnd.lower2AssociationEnd.lower</td>
</tr>
</tbody>
</table>
Table 2. Transformation rules to generate detailed sequence diagram (DSD) from the platform specific model (PSM) level.

<table>
<thead>
<tr>
<th>N</th>
<th>Source</th>
<th>Target</th>
<th>Rule</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>ActorLifeLine</td>
<td>ActorLifeLine</td>
<td>ActorLifeLine2ActorLifeLine</td>
</tr>
<tr>
<td>2</td>
<td>SequenceDiagramSystem</td>
<td>ViewLifeLine</td>
<td>SequenceDiagramSystem2ViewLifeLine</td>
</tr>
<tr>
<td>3</td>
<td>Class</td>
<td>ModelLifeLine</td>
<td>Class2ModelLifeLine</td>
</tr>
<tr>
<td>4</td>
<td>Opt</td>
<td>Opt</td>
<td>Opt2Opt</td>
</tr>
<tr>
<td>5</td>
<td>Ref</td>
<td>Ref</td>
<td>Ref2Ref</td>
</tr>
<tr>
<td>6</td>
<td>Alt</td>
<td>Alt</td>
<td>Alt2Alt</td>
</tr>
<tr>
<td>7</td>
<td>Message</td>
<td>Message</td>
<td>Message2Message</td>
</tr>
<tr>
<td>8</td>
<td>Operation</td>
<td>ControllerLifeLine</td>
<td>Operation2ControllerLifeLine</td>
</tr>
</tbody>
</table>

2.3.2. PSM to Code Transformations

The second part of our approach consists of transforming the PSM to code. In this work, we focus on the Java Enterprise Edition application using the three-tiered architecture MVC.

To automate this approach, we define the model-to-text transformations that we apply to DSD and the DCD of the PSM level in order to generate source code (Table 3).

1. Stereotype2Package: In our approach, we have three class stereotypes (Model, View, Controller) from which we generate three packages:
   (a) The name of each package is the combination of the name of the project and the stereotype name.
   (b) Each class is allocated to the package, and generated from the corresponding stereotype.

2. Controller2ServletClass: Servlet classes are generated from classes with the controller stereotype. The Servlet class name is the name generated of the class + “extends httpServlet”.

3. Model2ModelClass: A class with the “Model” stereotype is turned into a “JavaBean” class.

4. View2webPage: A class with the “view” stereotype is turned into a “jsp” page.

5. Attribute2Attribute: Each attribute in a class is turned into an attribute of the corresponding generated class.


7. Alt2IfCondition: Each “Alt” fragment of DSD is transformed into an “If condition” code part.
   (a) Conditions are generated from the Alt condition in DSD.
   (b) Operations of each condition are generated from an action (Messages, Fragments) inside the “Alt” fragment.


9. Ref2Operation: “Ref” fragment in DSD is turned into an operation in the Servlet class generated from the corresponding controller. If a “Ref” fragment is inside an “Alt” fragment, the operation is placed in the “If condition” generated from the corresponding “Alt” fragment.

10. Opt2IfCondition: “Opt” fragment is turned, like the “Alt”, into an “If” condition in the code. Messages inside the “Opt” fragment are turned into operations of the corresponding “If” condition.

11. Loop2ForLoop: The “For Loop” is generated from the “Loop” fragment in DSD. The “Min” and “Max” values of the loop are generated from “MinInt” and “MaxInt” values specified in DSD.
Table 3. Transformation rules to generate source code from the PSM level.

<table>
<thead>
<tr>
<th>N</th>
<th>Source</th>
<th>Target</th>
<th>Rule</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Stereotype</td>
<td>Package</td>
<td>Stereotype2Package</td>
</tr>
<tr>
<td>2</td>
<td>Controller</td>
<td>ServletClass</td>
<td>Controller2ServletClass</td>
</tr>
<tr>
<td>3</td>
<td>Model</td>
<td>ModelClass</td>
<td>Model2ModelClass</td>
</tr>
<tr>
<td>4</td>
<td>View</td>
<td>webPage</td>
<td>View2webPage</td>
</tr>
<tr>
<td>5</td>
<td>Attribute</td>
<td>Attribute</td>
<td>Attribute2Attribute</td>
</tr>
<tr>
<td>6</td>
<td>LifeLineController</td>
<td>Operation</td>
<td>LifeLineController2Operation</td>
</tr>
<tr>
<td>7</td>
<td>Alt</td>
<td>IfCondition</td>
<td>Alt2IfCondition</td>
</tr>
<tr>
<td>8</td>
<td>Break</td>
<td>Break</td>
<td>Break2Break</td>
</tr>
<tr>
<td>9</td>
<td>Ref</td>
<td>Operation</td>
<td>Ref2Operation</td>
</tr>
<tr>
<td>10</td>
<td>Opt</td>
<td>IfCondition</td>
<td>Opt2IfCondition</td>
</tr>
<tr>
<td>11</td>
<td>Loop</td>
<td>ForLoop</td>
<td>Loop2ForLoop</td>
</tr>
</tbody>
</table>

3. Implementation of Our Approach

To automate the defined transformation rules in our approach, we need tools that allow for creating input elements (Unified Modeling Language (UML) diagrams), and tools that support the generation of output elements (UML diagrams for the PSM level and source code).

After analyzing and testing existing tools, we decided to use the Eclipse platform with the different existing plug-ins needed to implement our approach, namely the ‘Papyrus Modeling’ plug-in that supports all UML diagrams elements, QVT, and Acceleo languages for transformations. Besides, we chose to implement our supporting tool, MoDAr-WA, as an Eclipse plug-in that implements the transformations from CIM to PIM then to PSM and finally to source code. Implementing our approach as an Eclipse plug-in, is in fact, done in order to facilitate the use of our transformation approach by designers and developers, and also to benefit from existing plug-ins in Eclipse that we present in following sections.

3.1. Papyrus Modeling Tool

Papyrus is an open source UML tool based on Eclipse. It was developed by the Laboratory of Model-Driven Engineering and Embedded Systems and can be used as a standalone tool or as an Eclipse plug-in. Papyrus is designed to be easily extensible because it is based on a UML profile [8]. In our approach, we use Papyrus as an Eclipse plug-in to model the PIM and PSM levels in this work and the CIM level in our previous works presented in [6].

3.2. Query View Transformation Language

To implement our transformation rules, we have to use a transformation language; there exist many model transformation languages, but QVT is the unique proposal of the OMG. The QVT standard defines three model transformation languages: QVT Operational, QVT Relational, and QVT Core. We decided to use the QVT Operational language because it supports bidirectional transformations, both horizontal and vertical transformations, and ensures automatic traceability [9].

3.3. Acceleo Plug-In

Acceleo is an Eclipse plug-in that implements the model driven architecture (MDA) approach to generate applications source code from EMF-based models. This is an implementation of the Object Management Group (OMG) standard for model-to-text (M2T) transformations [10].

3.4. MoDAr-WA Plug-In

MoDAr-WA is a plug-in based on our defined model-driven development process that allows the ability for automatic code generation for a web application through a set of transformations that take,
as input, the CIM level models in order to generate models in other levels until getting the JavaEE source code that respects the MVC architecture, in this first version of the plugin.

Figure 6 describes the “Transformation” menu item added by the MoDAr-WA plug-in that contains sub-items for each transformation in the approach. This plug-in can be used in two different ways: by executing a general transformation rule to directly generate the JEE (Java Enterprise Edition) project that contains the source code of the application from CIM, or by executing transformation rules separately to generate the following MDA levels in separated folders “PIM” and “PSM”, and finally the source code project.

The separated transformation rules give more flexibility to the designer to add, modify, or delete elements in the generated models if necessary.

Figure 6. Transformation menu item of the model-driven architecture for web application (MoDAr-WA) plug-in.

4. Case Study

The proposed approach was entirely applied on different projects, such as the library management system and rental car agency system that were partially detailed in [6]. In this paper, we focus on one of the music store systems provided in github [11], as one of the best ways to improve MoDAr-WA is to study and compare applications that have been developed by others, with those generated using our plug-in.

This system is an e-commerce application dealing with the download of sound file samples and albums, developed with Java EE, and respecting the MVC design pattern.

Using the music store system, customers (after subscription) can download or listen to the sound files that are available. They can also add any album to their shopping cart, manage their cart, and even buy the items in this cart. Concerning the system admin, they can process invoices and display downloads.

Figures 7–10 show the music store system defined using SBVR, and the automatic result obtained in each MDA level after applying the implemented transformations.

The process of our approach as previously described starts with the definition of the system features in the CIM level. Figure 7 shows a part of the business vocabulary (BV) and business rules (BR) of the music store system as well as the use case diagram generated through the horizontal transformation of SBVR.
Either by executing the general transformation, or the specific one “CIM to PIM”, in MoDAr-WA, we get the PIM level models partially represented in Figure 8. This figure shows the business class diagram and the system sequence diagrams for the “Displays_cart” use case that were automatically generated from the CIM level.

As presented in Figure 9, the generated models in the PSM level are detailed class diagram and detailed sequence diagrams that respect the MVC architecture for web applications.
Figure 9. MoDAr-WA process and result of the music store system.

In the end, Figure 10 represents the structure of the generated project and a part of the generated source code.

Figure 10. MoDAr_WA process and result of the Music store system.

The package structure, generated code, and all the diagrams generated in the different levels were produced in a few seconds (about 12 s).

This project was very interesting because it was developed by an external team, so it allows us to obtain an objective and constructive comparison to evaluate and improve our tool MoDAr-WA.

Table 4 shows the defined criteria of the comparison between the generated code in MoDAr-WA and the total application code for each MVC layer. The percentage of the generated MVC code elements with respect to the total application code developed by the external team can also be seen in Table 4.
The selection of comparison criteria was done according to elements that describe the MVC layers. In the model layer, we made the comparison according to three criteria:

- **Number of classes**: For this criterion, we checked if MoDAr-WA generated the same classes as defined in the source code application, and that the percentage of this criteria is more than 100%, that is, we generate more classes than was implemented in [11]. This result is due to the traceability ensured by our approach. Indeed, we have defined at the CIM level an "Admin" actor, for example, that was transformed as a model class in the code level, while in the existing code, developers did not implement a model class for this actor but only its views and controllers.

- **Number of Attributes**: We calculated the total number of attributes of all classes in this layer. For this criterion, the MoDAr-WA plug-in had allowed the generation of 100% of the defined attributes for all model classes. This value is calculated from the comparison of similar classes only in the generated code by MoDAr-WA and the implemented one.

- **Number of Methods (with signature and body)**: For this criterion, we calculated the number of all methods and their signatures in model classes, including "setters" and "getters". As described in Table 4, our approach generated 86.66% of methods of the model classes. Making the comparison between generated methods and manually developed ones, we note that in the existing code, developers have defined methods that detail other ones, while in our approach we generated only the methods defined at the first level CIM.

For the view layer, we defined only one criterion, which is the number of views necessary in order to check if our plug-in has generated the same views as in the existing application code. The percentage of the generated views using MoDAr-WA plug-in was 68.18%. Indeed, in our approach all views are generated from associative fact types that correspond to each actor’s features, while in the existing code, other views were not defined that are not features.

Finally for the controller layer, we defined three criteria according to which we made the comparison:

- **Number of controllers**: As in the model layer, we checked if the utilization of the MoDAr-WA plug-in allows the ability to generate controllers as defined in the coded application. The percentage of this criteria was more than 100% and this value could be explained by the fact that, in our approach, we generate for each feature a separated controller, while in the project code, developers used a macro controller where features were defined as methods of the controller.

- **Number of Attributes**: This defines the total number of attributes in controller classes. For this criterion, our approach has generated 100% of the attributes that are the instantiation of model classes connected by the controller.

- **Number of Methods**: Calculates the total number of methods in controller classes. As previously mentioned, in our approach we generate, for each feature, a controller, while in the existing code, features are methods in the macro controller, which explain the 56.25% as a value of this criterion.

<table>
<thead>
<tr>
<th>Model</th>
<th>Generated Code with MoDAr-WA</th>
<th>Total Code</th>
<th>Percentage (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Classes</td>
<td>11</td>
<td>10</td>
<td>&gt;100</td>
</tr>
<tr>
<td>Number of Attributes</td>
<td>38</td>
<td>38</td>
<td>100</td>
</tr>
<tr>
<td>Number of Methods (signature)</td>
<td>91</td>
<td>105</td>
<td>86.66</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>View</th>
<th>Generated Code with MoDAr-WA</th>
<th>Total Code</th>
<th>Percentage (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of views</td>
<td>15</td>
<td>22</td>
<td>68.18</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Controller</th>
<th>Generated Code with MoDAr-WA</th>
<th>Total Code</th>
<th>Percentage (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Controllers</td>
<td>15</td>
<td>5</td>
<td>&gt;100</td>
</tr>
<tr>
<td>Number of Attributes</td>
<td>18</td>
<td>18</td>
<td>100</td>
</tr>
<tr>
<td>Number of Methods</td>
<td>18</td>
<td>32</td>
<td>56.25</td>
</tr>
</tbody>
</table>
Out of the previous criteria that describe the layer elements, we mention that our approach allows the generation of all required importations. For example, in the controller classes, MoDAr-WA generated all importations that concern Servlets and exceptions.

5. Related Works

Model driven software development is an important area in software engineering, which is why a wide range of techniques, methods, tools, and approaches have emerged to facilitate software development automation. In this section of the paper, we present a survey and an analysis of tools for automated software development and automatic code generation in order to assess them, compare them to our approach, and determine whether they meet the same objectives as the model driven paradigm. Diverse criteria were considered in this comparison, such as MDA level coverage, code generation, completeness, traceability, and automation of transformation.

To carry out this comparison, we followed a methodology that is composed of three stages. The first stage presents a review of related works to automatic code generation in several academic electronic databases, whereas the second stage presents the evaluation of these works according to the previous criteria. Then, the third and last stage of the methodology includes the report of a comprehensive literature review that identifies technologies, tools, and frameworks in reviewed papers and tools' websites. It is worth mentioning that the selected works and tools are the most relevant from a large set of tools' websites and papers reviewed from the major academic journals, workshops, and international conference proceedings.

Following from this, we present the main features of each approach as well as a summary of advantages and disadvantages, in addition to references for more details about the meta-models and transformation rules used in each method. In examining the current state-of-the-art of the problem under assessment, we studied and compared different approaches of code generation from abstract models following the MDA process, and could state that “most of the existing works propose a code generation approach from the lowest level of abstraction”.

For many academic approaches that are an evolution of classic approaches, such as the object oriented hypermedia design method (OOHDM) and hypermedia design method (HDM), consider that UML is the starting point.

OOHDM was originally proposed in 1995 [12] as one of the most important methodologies that aims to separate the design of web systems into three models: conceptual models, navigational models, and abstract interface models. Several proposed approaches are based on OOHDM, as OOHDMDA (MDA for OOHDM) which is an MDE approach [13,14] that uses the PIM-XMI files as an input and generates Servlet-based PSM-XMI files. Thus, the approach defines some PIM-to-PSM transformations that start with OOHDM and end up with Servlets. Although it is based on MDE, it does not follow the entire MDA process, as the approach does not define the CIM level. Furthermore, there are no transformation rules defined to generate source code for the web application.

Ceri et al. defined in their work [4] a WebML method as a notation to specify the conceptual design of complex websites. Different tools were proposed that implements the WebML approach in order to generate source code. WebRatio [15] is one of the most important tools that apply a WebML technique that starts with the conceptual data modeling of the system, then continues with the definition of hypertext models, and then finally the presentation model. Thus, the main advantages of WebRatio are that it implements the entire web development process. However, the authors do not define how to cover all aspects of the MDA level. Indeed, this tool is based on only the UML class diagram that covers only the structural and static aspects of the system while the behavioral or the dynamic ones are not supported. Furthermore, the tool does not ensure any traceability between MDA levels.

As WebML does not define any formal meta-models or model transformations to generate source code from the PIM level of MDA, two alternative approaches appeared; WebML1 and WebML2. WebML1 [16] is a MOF (Meta Object Facility) approach that mainly focuses on defining a meta-model for WebML; transformations are not proposed in this approach. The second approach,
called WebML2, was introduced by Schauerhuber et al. [17] and presents a semi-automatic approach that allows the generation of MOF-based meta-models from document type definition (DTD).

UML-based web engineering (UWE) defines a development process that is able to semi-automatically generate web applications. To achieve this goal, UWE provides a navigation and a presentation model. To create UWE models, an ArgoUWE [18] editor based on an open source tool (ArgoUML) is provided. The transformation code process generates an XML file for deploying a web application into an XML publishing framework. However, the transformation process is currently in a very early development stage, and does not yet generate a complete web application.

A similar approach to UWE is the OOH method that was successfully used for the development of industrial web applications [19]. Indeed, this method is based on three views to model web applications: a class diagram, a navigation diagram, and a presentation diagram. This tool allows for the design of web pages and has a transformation engine that can generate PHP applications [20].

Despite the fact that all previously cited tools allow for the generation of code sources for web applications from models, they do not follow the whole MDA approach and its aspects.

Another example of a model-driven industrial tool is OptimalJ [21]. This tool follows an MDA approach which starts in a domain model (PIM) that is UML compliant. This domain model is transformed into an application model in PSM, from which the final code is generated. Even though OptimalJ is a model-driven tool, its PIM is clearly based on the Java EE platform and is related to technological concepts.

Deeba et al. present in their paper [22] an approach that aims to generate source code for a multi-level marketing scenario from UML diagrams using AndroMDA which is “an extensible generator framework that adheres to the model driven architecture (MDA) paradigm” [5]. In fact, AndroMDA establishes a development methodology to generate deployable components for several platforms and technologies with a definitive goal: write less code. In this work [22], the authors propose an approach that considers the PIM as the highest level of abstraction which is transformed into a generic PSM model for Java EE platform from which different versions of code are generated (Java, C#, and C++). Furthermore, the authors do not describe how to model each level used in the approach nor the transformation rules used.

Esbai et al. propose, in their paper [23], an approach based on MDA and tend to generate from the UML class diagram, the source code files (XML files, JSP pages, and forms) based on an MVC2 pattern. However, this approach does not consider the CIM nor the PIM levels of the MDA approach, indeed the authors proposed an approach that generates code from the PSM level. The PSM level is modeled by a class diagram and transformation rules are defined using QVT which is mainly used for M2M transformations and it is not dedicated to generate source code from models.

Brambilla et al. present in their paper [24], an MDE approach that aims to execute the semantics of BPMN. This approach consists on transforming the manually expressed BPMN models, that describe the business model of the application, to the WebML notation that covers the structure, behavior, and user interaction of the software application, then the executable application running code. However, even if the approach covers the important aspects of the application, the authors do not define any MDA levels and how each one should be modeled in order to respect the abstraction required then the traceability from requirements to source code.

In their paper [25], Hernandez-Mendez et al. present a semi-automatic approach based on MDA to generate a RESTful web services for single page applications (SPA). This approach starts by the manual definition of the PIM level, which is transformed into a specific model in the PSM level, then generates the code. This approach does not define the CIM level from which the PIM level should be generated. Moreover, the authors did not reveal model aspects at any step of the approach which decreases the traceability and abstraction of the application.

In their paper [26], Dogdu et al. propose a model-driven method to generate elements for web application, which is based on the RDF data model, and partially its reasoning. The approach is implemented as an online front-end framework that takes as an input the data model defined by
developers and generates different views of the data elements automatically. This approach defines the PSM level manually, i.e., it is not generated from the PIM one. Furthermore, the use of RDF (which is a data model that consists on triple statements of subject–predicate–object) is still abstract for the PSM level, as it did not give a description for the technical platform.

In their paper [27], Huang et al. propose an approach that aims to generate source code for web applications from the PSM level modeled by a class diagram using IBM rational rose CASE tool. We note that in this paper, the authors describe transformation rules but do not describe how the mapping into the source code is made.

Bousetta et al. model the PSM level by a state machine diagram and a class diagram that are taken as a source model to which authors apply the EJB3 profile (horizontal transformation) to extend the model by using new features. From the target model results of the previous transformation, they generate the source code of the application. We mention that this work does not detail the transformation rules that allow for generating source code. Moreover, adding the EJB profile in the PSM level is done manually while respecting MDA specifications, this level should be automatically generated from the PIM level [28].

In [29], Albert et al. propose an approach for simplifying the specification of conceptual schemas (CSs). This approach takes as input an UML class diagram and generates an extended version of conceptual schema (CS) with operations that model the system behavior which is transformed into code. Furthermore, this approach aims to automatically generate only a set of basic operations: Create, Update, and Delete. We note that authors aim to generate a behavioral aspect of the system from a structural one. Moreover, the approach does not propose how to model static and dynamic aspects before generating the code.

Bozzon et al. provide, in their paper, an approach that automatically generates code for rich internet applications from conceptual modeling. The paper does not detail transformation rules nor describe how these transformations are implemented [30].

Jamda is an open source framework that tends to generate executable code from the UML domain model which covers the PSM level. The framework performs the role of model compiler in the model driven architecture approach. We mention that generating code from the UML domain model does not cover all PSM level aspects, as it considers only the static aspect of the PSM level [31].

In the book [32], Conallen proposed an approach that models web applications by UML models that are extended with specific elements for web applications using stereotypes, constraints, and tags to define the relationship between a form and a web page. In this book, the author stated that the extended UML diagrams can be transformed to the Java, JSP, and HTML code. However, these transformations are not automated, and the approach of modeling and generating code from models do not follow MDA steps.

In their paper [33], Yilong et al. present an approach RM2PT implemented as a CASE tool for automated MVC code prototype generation from a requirements model in UML diagrams and the formal contracts of their system operations. This approach does not require design models as an input, but relies on a requirements model, which contains: A use case diagram, system sequence diagram, contracts of system operations, and a conceptual class diagram. However, RM2PT does not respect the MDE paradigm, and it does not cover all MDA levels, which means that the traceability of system requirement is not respected in this approach.

After reporting the main approaches proposed to generate web application source code following the model driven architecture process, we present in this section a discussion and a comparison between these approaches and our approach. For this comparison, we defined two criteria according to which we make the comparison:

- Model categories aspects: We discuss if the proposed approaches cover all levels aspects defined, based on OMG specifications.
- Transformation rules: In this part we discuss the automation, completeness, and traceability of transformation rules defined in the different works (N = No, Y = Yes, and P = Partially).
The comparison in this part is based on checking the coverage of MDA levels and their aspects, then the checking of transformation rules that allows the generation of source code and the checking of their automation, completeness, and traceability.

Table 2 summarizes the comparison of the works described above according to these criteria. The first remark that we can make from Table 2 is that the majority of previous works do not cover the CIM level, for example [18,23,28]. Concerning the transformations, we found some works that automate transformations but they ensure neither traceability nor the completeness of rules [26,30]. Other works partially automate transformations and define complete transformation rules [27], however they do not ensure transformation traceability.

In the MoDAr-WA plug-in, each aspect of each MDA level is covered with the appropriate models. The source code according to the requirements modeled in CIM is generated with respect to MVC architecture. Finally, all transformations defined in this approach are automated and ensure completeness and traceability.

Although the previous comparisons presented in this paper have demonstrated the contribution of our approach to this research field, leading a comparative study based on a practical example seems to be necessary to compare obtained results, once using MoDAr-WA, previous approaches, and tools. For that end, we defined three steps that we followed in this analysis. At first, we started by selecting a set of relevant tools based on academic approaches [15,31,33]. Then, in the second step, and in order to expand our analysis, we selected some industrial tools [34,35] that we found complete, and aims to meet the same objectives. Finally, we evaluated the selected tools using the MusicStore example.

A set of criteria, deducted from the combination of previous ones (Tables 4 and 5), was defined to establish the comparison presented in Table 6.

Comparing these approaches to MoDAr-WA, we deduce that:

- MoDAr-WA allows us to generate 86.56% of executable elements from structured system requirements (SBVR).
- MoDAr-WA respects the MDA paradigm. Indeed, it generates J2EE project from CIM, PIM, and PSM levels through successive transformations.
- RM2PT allows us to generate 93.65% of executable elements, which is higher than MoDAr-WA. However, this approach does not respect the MDA paradigm, it covers only PSM level which is manually designed. Thus, a higher time is required to use this approach (as all source elements should be designed by developers). Moreover, this tool does not allow us to generate the complete project, but only separated files containing a generated code.
- The other approaches in the previous table generates less than 50% of source code elements, and does not cover all the MDA levels.

We conclude that our approach presents a real break in the state-of-the-art of automatic code generation from abstract models, following the MDE paradigm. Indeed, MoDAr-WA proposes a new automatic software development process (from the requirements description to the code generation), that ensures traceability and time saving.

Moreover, unlike previous tools, MoDAr-WA presents generic models that could be used for different examples, and does not require the contribution of developers at all steps of the process.
Table 5. Discussion and comparison of previous works.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>CIM</td>
<td>Covered</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Functional</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Static</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Behavioural</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Covered</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Structural</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Dynamic</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Covered</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Static</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Behavioural</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td></td>
<td>Dynamic</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Code</td>
<td>Generated</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Transformations</td>
<td>Completeness</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>P</td>
<td>N</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Automation</td>
<td>P</td>
<td>P</td>
<td>N</td>
<td>N</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>N</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>P</td>
<td>N</td>
<td>P</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>Traceability</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
</tbody>
</table>
Table 6. Obtained comparison results.

<table>
<thead>
<tr>
<th>Criteria\Approaches</th>
<th>Telosys</th>
<th>Jamda</th>
<th>Umple</th>
<th>WebRatio</th>
<th>RM2PT</th>
<th>MoDAr-WA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Covered levels</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CIM</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
</tr>
<tr>
<td>PIM</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
</tr>
<tr>
<td>PSM</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Code</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Source</td>
<td>Database Model, DSL, Templates</td>
<td>UML Models (XML format)</td>
<td>UML Class Diagram, State Machine</td>
<td>UML Class Diagram</td>
<td>UML UCD, SSD, Contracts of Systems Operations, Conceptual Class Diagram</td>
<td>SBVR, UCD</td>
</tr>
<tr>
<td>Target</td>
<td>Java Classes, XML, HTML</td>
<td>J2EE Sample</td>
<td>Java, C++, PHP, Ruby</td>
<td>Java code for web application</td>
<td>MVC Java code</td>
<td>J2EE Executable application project</td>
</tr>
<tr>
<td>% Generated elements</td>
<td>&lt;50%</td>
<td>&lt;50%</td>
<td>&lt;50%</td>
<td>&lt;50%</td>
<td>93.65%</td>
<td>89.56%</td>
</tr>
</tbody>
</table>
6. Conclusions and Future Work

Raising the level of abstraction of the execution platforms by modeling requirements through a computation independent model (CIM), model driven architecture approach offers an interesting and original dimension to the software engineering domain [36]. As stated by the Object Management Group, MDA is about using modeling languages as programming languages rather than merely design languages.

In this spirit, we proposed an approach that aims to emphasize the necessity of models in software development. Indeed, our approach follows the MDA principles and proposes a definition of the various aspects for each MDA level and also transformation rules to move from one level to another until the automatic generation of source code for web applications that respect the MVC architecture. In order to automate this approach, we implement it as an Eclipse plug-in; MoDAr-WA is also based on other plug-ins (EMF, UML, Papyrus).

An e-commerce project was used to compare and validate the benefits behind the use of our approach according to several criteria that was defined for each MVC layer (number of model classes, number of attributes, number of views, etc.). Furthermore, in order to statute our approach among the previous works that aim to generate web application source code, we have performed a comparison to check the completeness, the automation, and the traceability of the proposed transformations.

The main contributions of this work can be summarized as follows:

- An MDA approach that takes into account all levels and aspects of MDA and provides traceability. This approach introduces a set of meta-models to define the relevant information in each MDA level and set of transformations to generate the source code of MVC web applications from models in CIM.
- A tool support MoDAr-WA that allows the automatic generation of web application source code from requirements description in CIM using SBVR. The plug-in MoDAr-WA makes also possible the use of elementary transformation from one level to another separately. Thus, the user could enrich or modify the generated models in one level before generating models or code in the following level.

Several directions are envisaged to further enhance our proposed solutions in the context of modeling and automation of software development life cycle, but also as a part of the optimization of the existing one. Hence, we are looking at:

- Generating a more generic PSM models from PIM: In the current approach, we generate diagrams representing the PSM level that are specific for JavaEE MVC web application, so in our future work we aim to propose a solution where we define a generic meta-model of the PSM level that can support different technical platforms. Then, through an horizontal transformation in the same level a specific PSM for the desired technical platform can be automatically generated to finally generate the application source code.
- Combining model based testing (MBT) with MDA to deal with the testing phase, which is one of the important steps in software development life cycle. As the key of our approach is based on models and follows MDA principles, we have proposed in one of our previous works [37], an approach that allows the generation of different types of test cases from modeling the different MDA levels. In the future, we intend to automate and improve these transformations in order to automatically generate test cases from models.
- Integrating MDA in agile methods or even proposing a new one that deals with MDA. The automation of MDE approaches (MDA and MBT in our case) allows us to ensure the portability, interoperability, and traceability of developed systems. However, the evolution of the system requirement is still an issue to deal with and that constitute a promoting research axis. In order to deal with this issue, we aim to propose an agile approach where models are the key of development. We mention that we presented in our work [38]—our reflection on the combination...
of MDA and some agile methodologies and incremental life cycles. We have also proposed an approach that combines MDA, MBT, and V life cycle in scrum sprints [39]. More work and experiments must be done to perform these propositions in a fully automatic way.
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**Abbreviations**
The following abbreviations are used in this manuscript:

- **MoDAr-WA** Model Driven Architecture for Web Application
- **MDA** Model Driven Architecture
- **M2M** Model to Model
- **M2T** Model to Text
- **OMG** Object Management Group
- **UML** Unified Modeling Language
- **QVT** Query View Transformation
- **UCD** Use Case Diagram
- **SBVR** Semantic Business Vocabulary and Business Rules
- **BCD** Business Class Diagram
- **SSD** System Sequence Diagram
- **DCD** Detailed Class Diagram
- **DSD** Detailed Sequence Diagram
- **CIM** Computation Independent Model
- **PIM** Platform Independent Model
- **PSM** Platform Specific Model
- **OOH** Object-Oriented Hypermedia
- **SPA** Single Page Application
- **OOHDM** Object Oriented Hypermedia Design Method
- **HDM** Hypermedia Design Method
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