Abstract: In recent decades, electronic books have revolutionized the publishing world. In this sense, an area of application is education, where electronic books can be used as educational resources to implement learning strategies about content and in eLearning environments. For this, it is necessary to introduce interactive elements in the electronic books that turn the reader into an active actor in the reading process. However, ebooks have a limitation regarding their creation process. In this sense, the tools can be user-oriented or programmer-oriented. The former are intuitive to use and have user-friendly interfaces, but they offer a reduced number of functionalities to add to books. The second are aimed at programmers, allowing for the implementation of any functionality, but limiting the number of content creators who can use them. The main motivation of this work is to propose an intermediate solution that offers a wide number of functionalities while not requiring deep programming knowledge to use them. In this sense, the solution of this article is novel since it proposes the use of extensible markup language (XML) documents to specify the structure of the electronic book in such a way that its processing will lead to the electronic book.
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1. Introduction

Electronic books have allowed the digitization of books and have revolutionized the field of publishing. These resources offer many advantages to the reader with respect to the physical book, such as the possibility of having a huge number of digital books in an electronic reading device, a lower price with respect to the physical book, and other possibilities with respect to the process of reading, such as the possibility of looking up words in online dictionaries, electronic annotations, navigation by levels, etc. However, there are other areas that have been influenced by electronic books, such as the educational world. An ebook can be used as an educational resource in which a learning strategy can be implemented. For this, it is essential to add interactive resources to the electronic book that transform the reader of the book into an active agent in the reading process. The main problem that electronic books present is their creation process, since it must be carried out with specialized applications. In this sense, there are applications oriented towards a content creators with a basic user profile in terms of programming notions, which offer a limited number of functions to add to an electronic book. Moreover, other types of editing applications are oriented towards content creators with programming knowledge, allowing for the implementation of any type of function to an electronic book.

The main motivation of the work presented in this article is to propose an intermediate solution with respect to the two extremes represented by the described tools: a tool that allows one to implement a large number of functionalities in an electronic book and that does not require deep programming knowledge.
In this sense, the tool that is proposed in this article is a novelty with respect to the existing tools, both in the requirements to be able to use it and in the approach that is proposed for its creation. This approach is based on the following ideas:

(a) Use of extensible markup language (XML) documents to describe the structure of an electronic book.
(b) Representation of the functionality of the electronic book using attribute grammars.
(c) Generation of the electronic book by processing the XML document using the attribute grammar.

The creator of the book would be responsible for carrying out step (a), while steps (b) and (c) would be performed semi-automatically using programming language processing tools that should be implemented only once.

The objective of this paper is to describe a proposal in the field of interactive fiction electronic book production oriented to its use in eLearning environments and that constitutes a compromise solution regarding the technological knowledge required of content creators. To do this, a solution based on language-directed development is proposed.

2. Related Work

The use of new technologies in the book industry has produced as the main novelty [1] the appearance of electronic books. The concept of the electronic book [2] is a combination of hardware and software that tries to emulate the physical book. In this sense, an electronic book is composed of a hardware device called an eReader on which special software is executed that is capable of executing and displaying electronic documents encoded according to a public or proprietary standard such as epub [3] that receives the name of ebooks [4]. However, mostly, the concept of the electronic book is associated with ebooks [5], since they are the ones that actually contain the book. The eReader is exclusively one of the possible means to view them, since an ebook can be viewed using other devices such as smartphones, tablets, or computers (the only thing necessary to read an ebook is the possession of software [6] capable of reading the ebook encoding format, which is device-independent).

The advent of electronic books represented a momentous change for both writers and readers in many ways [7]. In the case of the writer, the production of the book becomes an electronic edition of content [1], for which they can use anything from a text editor to more sophisticated editors oriented to specific ebook-encoding formats. In the case of the reader, the electronic format of ebooks opens up a range of possibilities for interaction [8] with the contents, which were not possible in the traditional physical format. In physical books, the interaction is static since it is limited to reading the printed text in the book. However, in an electronic book, the digitized text is complemented by other resources, such as multimedia elements (videos, images or audio), interactive elements (hyperlinks, animations, etc.) and other artifacts that enrich the reading process.

In the context of ebooks, the so-called interactive fiction arises [9]. This is a line of work that aims to take advantage of the new interaction possibilities offered by electronic books to change the role that readers play in the reading process. In traditional books, the role of the reader is passive [10] with respect to the content, since the only action that the reader can take is the reading of the book itself. However, the technology of the digital world opens the possibility of carrying out a huge variety of interaction actions [11] with the content of a book, such as [12] being able to view a video at a given moment of reading, listening to an audio file related to the content being read, participating in a game, expanding information on a topic described in the book, making annotations, etc. In this sense, interactive fiction aims to turn the reader into an active actor [10] in the reading process, so that it is the reader who builds the story he is reading based on his interactions with the content. As a consequence, not all readers will experience the same content and in the same way. To achieve this objective, different interaction strategies are implemented in electronic books, such as [13] (1) the existence of decision points where the reader must choose how to continue the story they are reading, (2) resolution of problems of various nature (puzzles, logic problems, etc.) that allow for the accession of new content.
that is hidden or that provides clues on how to continue reading the book, (3) personalization of the story with data provided by the reader, and (4) use of gamification techniques, among others.

From a technical point of view, an electronic book is a digital document that, in addition to text, contains certain encodings [14] that implement different types of interactions. Thus, a writer essentially has two options to create an electronic book with these characteristics [15]. The first alternative consists of direct coding, for which you must have the necessary programming knowledge. The main advantage of this option is that any interaction strategy with the level of detail and configuration as desired can be implemented. However, its disadvantage [16] is the requirement of having the necessary programming knowledge, which is not usually the case for a writer.

The second option is to use a content editor that conceals the complexity of the programming and offers a user-friendly interface to the writer. In this sense, in recent years, different developments have emerged with this objective, such as the free source interactive fiction editors [17] Twine [18], Quest [19], Squiffy [20], TADS [21], Ren’Py [22], and others under licenses such as Inform [23]. In general, these tools have [24] the same structure as a normal text editor, except that in addition to offering standard text formatting elements (bold, underlined...), they also facilitate the possibility of including interaction elements within the content in a user-friendly way. The main advantage of this type of editor is that it is within the reach of most writers, since only user knowledge is required to be able to use them. However, its main limitations [25] are the reduced variety of interactive elements that can be used, the limited possibilities of adaptation, configuration or modification that it offers, and the impossibility in most cases to be extended with new interaction elements. Likewise, in general, the lack of a defined interactive fiction model is observed in all of the tools [26].

Interactive fiction has a direct application in the field of eLearning [27]. In this, there are different works that show the possibilities offered by interactive fiction for its use in the teaching–learning process [28]. These works highlight some of the benefits of interactive fiction for this purpose [29–31]: (1) The gamification characteristics that can be implemented in these resources positively influence the student’s motivation to read and understand the content [32]. (2) The different types of interaction available can be used to implement different learning styles [33]. (3) The variety of information sources integrated into a single resource makes a more complete and comprehensive knowledge about each topic dealt with in the contents available to the student [34]. (4) It provides the teacher with the implementation of different learning paths according to the dynamic interactions of the students with the contents [35]. (5) It provides the teacher with the updating of the contents in a simple and dynamic, so that it is possible to speak of a “living book” [33], since it will never be completely closed. This will be modified throughout its useful life with new content or updates to existing ones. (6) It makes it easier for the teacher to evaluate students using some of the interaction elements available to implement different types of assessment tests [36,37]. Finally, (7) it facilitates the implementation of collaborative learning models through the use of content annotations [38].

3. Materials and Methods

3.1. Language-Driven Development

Language-driven development is a development paradigm based on applying the principles, techniques, and tools used in the design and implementation of computer languages. In this sense, it proposes the following [39]:

- The explicit definition of specific languages to describe different aspects of a software application.
- The implementation of said languages to automate the production of said aspects.

This approach has the following main advantages [40]:

- It facilitates development and maintenance. This is achieved because the aspects addressed by the different languages are specified and maintained at a high level of abstraction and close to the domains of the problems that general-purpose languages cause.
• It facilitates the active participation of experts in the domain of the application in the development process. Since the languages that are designed are focused on mastering the problem, it is not necessary for experts to have technical knowledge of software development. This allows experts to understand, and even modify, the specifications.

• It allows one to configure and apply sophisticated and advanced design patterns and algorithms in final implementations. This is because in this approach, some of the code is generated automatically without intervention from the developers.

• It promotes reuse. Once a language has been defined for one type of application, it can be reused to implement similar applications.

3.2. Language-Driven XML Document Processing

XML (extensible markup language) [41] is a specification that was proposed in the late 1990s by the World Wide Web Consortium (W3C) as an evolution of the SGML (Standard Generalized Markup Language) standard [42]. In recent decades, it has become a de facto standard used for the representation of electronic documents. XML, however, does not regulate how documents should be processed in a particular computer application. Processing of documents transcends the purpose of XML, and must be carried out using other means. In this way, since the appearance of XML, multiple technologies have also been proposed to address the problem of processing XML documents [43]. Regardless of their nature, many of these technologies share a common characteristic: understanding XML documents as data structures (e.g., XML documents as trees, XML documents as sequences of events, XML documents as strings of information elements, etc.). However, in addition to this data-oriented view, there is also a linguistic view of XML. In this sense, for a certain type of XML document, a specific markup language defined by means of a formal linguistic model (document grammar) can be proposed, and the XML documents can be processed by means of a processor for the markup language that defines such documents.

Therefore, the ideas of language-driven development can be applied when specific XMLs are used to describe certain aspects of an application, giving rise to the so-called documentary paradigm, which proposes the following:

• Defining specific markup languages that allow for the description of different aspects of the application to be developed by means of documentary grammars (DTD (a formal mechanism to represent the grammar of an XML language) or XML schemas).

• Description of the most relevant aspects of an application using XML documents that conform to the documentary grammars.

• Linguistic description of the processing to be carried out on said documents.

• Provision of processors for the defined languages, which, together with an appropriate application framework, allow the application to be automatically generated from the documents that describe it. These components are integrated into a core of the application.

• Generation of the application by processing the XML documentation. This phase can be seen as an effective instantiation of the application core to give rise to the application described by the documents.

3.3. Attribute Grammars for Processing XML Documents

The linguistic description of the processes to be carried out on an XML document supports several approaches. One approach consists of carrying out the description using translation schemes of the type supported by ANTXR [44], an environment built on the ANTLR tool, and RelaxNGC [45], an extension of the RelaxNG document schema language that allows automatic generation of descending recursive translators. Likewise, there is another higher-level approach that consists of using attribute grammars, a formalism of specification of the semantics of computer languages proposed in the late 1960s by the American scientist Donald D. Knuth [46,47]. These grammars are extensions of the BNF grammars...
normally used in the description of the syntax of computer languages, which add semantic attributes and semantic equations to said grammars, in order to represent the processing of the sentences of the languages generated by them. In this way, the processing model associated with attribute grammars is based on computing the attribute values in such a way as to respect the dependencies established between the attributes by the semantic equations: before computing the value of an attribute, it is necessary to have computed the values of all the attributes on which it depends. Outside of this basic restriction, the order in which the attributes are computed is irrelevant, and in no case is it prefixed in the attribute grammar. This fact leads to a processing model directed by the dependencies between attributes, which is highly modular, since it is possible to add new attributes and equations without affecting the existing ones: the computation style directed by dependencies is in charge of automatically reorganizing the order in which the different processing steps must be carried out. In this sense, attribute grammars constitute a higher-level formalism than translation schemes, since in the latter, it is necessary to specify the order of execution of semantic actions.

4. Results

4.1. XLOP (XML Language-Oriented Processing)

XLOP is an environment that uses attribute grammars to describe how to process XML documents. In this sense, it follows the language-driven paradigm to develop XML document processing programs. Thus, these programs are understood as language processors, and the development process is understood [48] as the process of building and maintaining said processors. In this way, using XLOP, such processors can be automatically generated from high-level specifications expressed as attribute grammars.

XLOP consists of a specification language and a runtime environment. The specification language is a metalanguage that allows for the description of attribute grammars for XML markup languages (the syntax of the language is shown in Figure 1).

![Figure 1. Extensible markup language (XML) language-oriented processing (XLOP) specification language syntax.]

In an XLOP specification, the underlying uncontextual grammar represents the logical structure of a type of XML document. Moreover, for its definition, non-terminal symbols and terminal symbols are used. The latter can be of two types: (1) the #pCData symbol to represent a fragment of textual content in the processed document, and (2) opening and closing tags that will depend on the XML language to be processed (in particular, they must be properly nested).

On the other hand, the required processing is represented by semantic equations that establish dependency relationships on semantic attributes associated with the symbols of the grammar. Thus, in the case of the #pCData symbol, it supports only one lexical attribute, text, whose value refers to the particular textual content represented by the symbol. Regarding the opening tags, they can also have lexical attributes that correspond to the attributes that have been explicitly defined in the elements of the type of XML document to be processed. Finally, non-terminal symbols can have associated both synthesized and arbitrary inherited attributes (it is not necessary to make explicit in the grammars what type they are, since it is inferred by the use made of them in the equations). Note that the same
symbol can appear more than once in a production; in this case, to disambiguate the specific symbol to which the attribute belongs, an order number is used in the attribute reference.

Finally, note that XLOP does not offer support to define the semantic functions that are used in semantic equations, thus, the functions must be defined externally as Java methods of a semantic class.

The other element of XLOP is the generator. It is a component that takes as input a grammar described according to the XLOP specification language and generates an implementation of the associated processor written in CUP (a system for generating LALR parsers from simple specifications). In this implementation, it should be noted that the evaluation of the attributes is embedded within the syntactic analysis process. To do this, a delayed execution mechanism is used that causes the evaluation of the semantic equations to be carried out depending on the availability of values of the attributes that intervene in the corresponding semantic expressions.

On the other hand, observe that the execution of the generated processors also requires other additional elements:

- The semantic class that implements semantic functions as Java methods (mentioned above).
- The classes that make up the application-specific logic.
- The classes that configure the XLOP runtime environment. Among them is a generic lexical analyzer whose function is to go through the logical structure of XML documents and obtain a sequence of lexical components that will serve as input to the generated processor. Furthermore, this component connects with an API to XML documents based on SAX (simple API for XML, which is an event-driven online algorithm for parsing XML documents).

Thus, the use of XLOP allows one to define a life cycle for the production of XML processors outlined in Figure 2.

![Figure 2. Life cycle for the production of XML processors.](image-url)

This life cycle involves a set of productive activities:

1. Writing a context-independent grammar specific to the processing task that characterizes the structure of the documents to be processed.
(2) Writing an attribute grammar that specifies the processing to be performed using attributes and semantic equations (XLOP specification).

(3) Implementation of the semantic functions used in the attribute grammar as Java methods (semantic class). This programming task will require specific application logic.

(4) Building of the processor.

(5) Testing of the generated processor with different documents. In the case of any modification being necessary, return to the previous activities.

Note the following:

- Processor maintenance, tuning or refinement tasks are simpler than if the processor had been implemented directly with a programming language. This is because the processor is defined at a higher level of abstraction (attribute grammar or XLOP specification).
- The approach advocated by XLOP allows one to structure XML processing applications in two layers connected by the semantic class: on the one hand, the application-specific logic layer (application-specific framework), and on the other hand, the linguistic layer of XML processing specified as an attribute grammar (XLOP specification that is translated into an executable implementation using the XLOP generator).

4.2. Proposal for the Production of the Interactive Fiction Electronic Book

The proposal for the interactive fiction electronic book production model for eLearning using language-oriented techniques would consist of the following activities:

- Analysis of electronic book technologies. The objective of this activity is to analyze the main technologies that are currently being used for the development of interactive fiction electronic books.
- Definition of an XML language to describe different types of electronic books with elements of interactive fiction. The objective of this activity is to obtain a markup language defined as a DTD or an XML schema that allows one to describe the content and structure of an interactive fiction electronic book.
- Transformation of the DTD or XML schema of the language to an equivalent non-contextual grammar. From the definition of the language obtained in the previous section, it will be transformed into an equivalent uncontextual grammar.
- Implementation of an attribute grammar that reflects how to process the description in the form of an XML document of an interactive fiction electronic book. For this, XLOP will be used as an auxiliary tool since it provides the necessary infrastructure to define an attribute grammar to process XML documents and generate the corresponding processor. In this sense, the attribute grammar will be implemented from the uncontextual grammar defined in the previous activity using the XLOP specification language. For this, a formalization process will be carried out following the established patterns of the logical process of an electronic book, adding the appropriate semantic equations and attributes to the non-contextual grammar that represents it and identifying the required semantic functions.
- Implementation of the specific logic necessary for the electronic book. During this activity, the corresponding semantic functions that arise during the previous activity will be implemented in Java, as well as all of the Java classes of the specific logic.
- Integration of the specific logic and the XML processing component generated from the attribute grammar. During this activity, the components created in the previous activities are integrated to produce the electronic book.

The scheme of the activities within the production process is shown in Figure 3.
Finally, Figure 4 shows an example of an interactive book created using the process described.

Figure 4. Example of an ebook.

4.3. Analysis

The solution proposed in this article is a novelty with respect to the tools that are currently used to create interactive electronic books due to the requirements that are asked of the content creators and
the approach used for its development. A content creator does not need to have deep programming
knowledge, it only is necessary to describe the structure of the ebook using a markup language that will
be provided. Next, a programmer will need to configure the tool appropriately with the components of
application-specific logic, so that automatic processing of the XML document will result in the specified
ebook. In this sense, if it is compared with the classic tools, it constitutes an intermediate solution in
terms of user requirements and possibilities of functionality that it offers. A weak point of the proposal
is that requires the collaboration of two types of roles: on the one hand, the writer, who will be in
charge of structuring the book and providing the content, and the programmer who will be in charge of
implementing the behaviors and the interaction components (the specific logic of the application that
represents the different types of functions that can be added to electronic books). Another weak point is
the complexity of the representation of some types of non-sequential interactions between the reader and
the book, through a grammar.

5. Conclusions

From the point of view of the interactive fiction electronic book production process, the main novelty
of this proposal is to offer a language-directed strategy for their development. According to this strategy,
an interactive fiction electronic book can be represented using a domain-specific XML language, and its
functionality can be described declaratively using a formalism widely used in the definition and processing
of computer languages: grammar attributes. In this way, the generation of the book is translated into the
processing of the XML document by a processor explicitly generated for this type of document.

The metalinguistic approach to development, which allows for the generation of interactive fiction
ebooks from high-level declarative specifications, is therefore a unique distinguishing feature from
other possible solutions.

The main limitations of the proposed approach are found in the implementation of the specific logic
of the application that is indicated in the production process of the books. Likewise, another limitation
is in the representation of certain complex behaviors of the interaction of readers with the content.
Thus, non-linear behaviors could make the used attribute grammar too complex.

The main line of future work consists of the implementation of a component for generating learning
objects in the Shareable Content Object Reference Model (SCORM) 2004 for electronic books. To do this,
a program will be encoded that, taking as input an electronic book generated according to the previous
model and an XML document that represents the book’s metadata in LOM-ES (an application profile
of LOM (learning object metadata)), will result in a learning object in the SCORM 2004 (a collection of
standards and specifications for web-based electronic educational technology) format labeled with the
LOM (learning object metadata—a data model used to describe a learning object and similar digital
resources used to support learning).
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